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Abstract. The Shift2Rail Innovation Programme (IP) is focussing on
innovative technologies to enhance the overall railway market segments.
Formal methods and standard interfaces have been identified as two key
concepts to reduce time-to-market and costs, while ensuring safety, in-
teroperability and standardisation. However, the decision to start using
formal methods is still deemed too risky. Demonstrating technical and
commercial benefits of both formal methods and standard interfaces is
necessary to address the obstacles of learning curve and lack of clear
cost/benefit analysis that are hindering their adoption, and this is the
goal of the 4SECURail project, recently funded by the Shift2Rail IP.
In this paper, we provide the reasoning and the rationale for design-
ing the formal methods demonstrator for the 4SECURail project. The
design concerns two important issues that have been analysed: (i) the
usefulness of formal methods from the point of view of the infrastructure
managers, (ii) the adoption of a semi-formal SysML notation within our
formal methods demonstrator process.

1 Introduction

The European public-private Joint Undertaking (JU) for rail research Shift2Rail
(S2R)4, acting under the broad umbrella of the EU Research and Innovation
programme H2020, aims to improve the state-of-the-art of rail technology and
revolutionise rail as a mode of transport making it a backbone of future mobility.

The Shift2Rail Innovation Programme 2 is focussing on innovative technolo-
gies with a view to enhance the overall railway market segments. Two key con-
cepts that have been identified to reduce the time for developing and delivering
railway signalling systems are formal methods and standard interfaces. They are
also useful to reduce high costs for procurement, development, and maintenance.

4 http://www.shift2rail.org
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Standard interfaces are needed to increase market competition and standardisa-
tion, and to reduce long-term life cycle costs, whereas formal methods are needed
to ensure correct behaviour, interoperability, and safety. The Shift2Rail initiative
plans to demonstrate technical and commercial benefits of formal methods and
standard interfaces, applied on selected applications, with the goal of widening
the industrial uptake of these key aspects. However, the decision to start us-
ing formal methods is often deemed too risky by management, and the railway
sector is notoriously cautious about the adoption of technological innovations
compared with other transport sectors [3]. Thus, demonstrating technical and
commercial benefits of formal methods and standard interfaces is necessary to
address the obstacles of learning curve and lack of clear cost/benefit analysis.

This paper presents the first results of the Shift2Rail project 4SECURail5,
and in particular of the workstream 1 named: “Demonstrator development for
the use of Formal Methods in Railway Environment”. This workstream aims
to provide a demonstrator of state-of-the-art formal methods and tools, applied
on a railway signalling subsystem described by means of standard interfaces.
This demonstrator will be used to evaluate the learning curve and to perform a
cost/benefit analysis of the adoption of formal methods in the railway industry.
In this paper, we discuss the overall process to follow for the rigorous construction
of system specifications (the formal methods demonstrator process), together
with the suitability criteria for the supporting tools and the description of the
architecture of the demonstrator itself. The main contributions are:

– a description of the planned architecture of the demonstrator, e.g., the ex-
pected types of (semi-)formal models to develop during the process;

– a discussion on the role of UML/SysML [42,44] as standardised notation
within the demonstrator and the role of the internally generated (semi-)formal
models with respect to the final system requirements specification that the
demonstrator process is expected to define;

– an identification of the kind of data about the cost of the approach that needs
to be assessed, having as target the cost-benefit analysis.

The paper is organised as follows. In Section 2, the 4SECURail project is
recalled. Sections 3, 4 and 5 describe the point of view of the infrastructure
managers, the architecture of the demonstrator, and the adoption of standard
notations. Finally, Section 6 discusses conclusions and future work.

2 The 4SECURail Project

Despite several success stories on railway applications of formal methods
(cf., e.g., [22,24,27,23,5,15]) these mathematically-based methods and tools for
system development still find significant obstacles to their adoption in railway
software industry.

5 https://www.4securail.eu/

https://www.4securail.eu/
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Obstacles to the Adoption of Formal Methods The major obstacle is the high
learning curve; formal methods have the image of being too difficult to apply
for ordinary engineers [3,5,29]. Other significant obstacles include the fact that
applicable standards, such as CENELEC EN 50128 [21] do recommend formal
methods, but do not provide sufficiently clear guidelines on how to use them in
a cost-effective way and there is no clear picture of what can be achieved using
formal methods (in terms of benefits, both technical and economical). This leads
to the transition to formal methods being deemed too risky by the management.

Another obstacle to the widespread use of formal methods is the lack of com-
mercial tools, easily integrated in the software development process and working
on open standard formats [29]. In fact, the current state of the art of the develop-
ment tools market either offers industry-ready, well maintained and supported
tools working on closed proprietary formats, or open source tools working on
standard open formats, but offering low levels of support and maintenance.

Formal Methods Demonstrator, Standard Interfaces and Cost-Benefit Analysis
To address these obstacles, 4SECURail foresees the development of a demonstra-
tor of state-of-the-art formal methods to be used as a benchmark to demonstrate
technical and commercial benefits of formal methods application on a selected
application (a railway subsystem). The formal development demonstrator pro-
totype will consist of the detailed description of the process that will be followed
to provide a rigorously verified model of the application under development,
together with the list of the tools to be employed. The demonstrator will also
take into due account the adoption of standard interfaces among the compo-
nents of the selected applications. The role of standard interfaces have also been
investigated in a previous Shift2Rail project, named X2Rail-26.

Interested Railway Stakeholders In the railway domain, it is expected that the
following stakeholders will be interested in the use of formal methods.

– Systems designers: formal methods will contribute to the early validation
of the consistency of captured requirements and the check of compliance of
design solutions with user and safety requirements.

– System and product developers: formal methods will provide an environment
for developing the project and the possibility of using simulators for testing.

– Infrastructure managers: main railway networks are under responsibility of
independent Infrastructure Managers whose interest is in increasing the in-
teroperability among different equipment suppliers, improving their compet-
itiveness and maximizing safety and reliability, at the same time reducing
life-cycle cost of signalling system: all goals supported by the adoption of
formal methods and standard interfaces.

4SECURail will address the views of these stakeholders, with special focus
on the infrastructure managers, exactly because it is expected that they will
benefit most, both in terms of safety and of cost, from the adoption of formal
methods and standard interfaces.
6 https://projects.shift2rail.org/s2r ip2 n.aspx?p=X2RAIL-2

https://projects.shift2rail.org/s2r_ip2_n.aspx?p=X2RAIL-2
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4SECURail Roadmap 4SECURail will be based on the results and indica-
tions provided by the X2Rail-2 project to select suitable tools for supporting
the development of a formal model and its verification. Moreover, tools and lan-
guages for the description of standard interfaces (e.g., Standard UML, SysML,
etc.) of the selected railway subsystem will also be considered and integrated in
the demonstrator framework. The exercising of the demonstrator on an identi-
fied railway subsystem will address the current obstacles and the lack of a clear
cost/benefit analysis for the appraisal of the application of formal methods. This
implies the assessment of different learning curves, the collection of relevant data
about cost and benefits, and provide results about the financial feasibility and
economic sustainability of the adoption of formal methods at micro and EU
level. The above goal will be achieved by implementing the following activities,
implemented in a specifically deployed Work Package (WP2) of 4SECURail.

– Development of the formal development demonstrator prototype, that
will consist in the identification of the overall process to be followed, phase
after phase, for the formal development, and establishing the criteria for
suitability of tools supporting each phase. In particular, the formal develop-
ment demonstrator will be based on the use case developed in X2Rail-2 [38,
Sect. 5.4.1]. The definition of the architecture of the demonstrator will include
the choice and integration of appropriate formal methods and tools, taking
into account the results produced by the Shift2Rail projects ASTRail and
X2Rail-2. Moreover, in this activity we will identify the tools for the descrip-
tion in standard interfaces of the railway subsystem.

– Selection of the railway signalling subsystem and its use for the exercising
of the formal development demonstrator prototype.

– Cost-benefit analysis, and identification of learning curve scenarios (and
related cost) connected to the adoption of formal methods. The cost-benefit
analysis will identify the financial feasibility and the economic impact of the
implementation of formal methods against the baseline scenario, made by
processes which do not exploit formal methods.

3 The Point of View of the Infrastructure Manager

An Infrastructure Manager (IM) has to provide a validated specification of a
desired equipment to the Manufacturers. In a classical client/developer scenario
(see Figure 1 left) the common practice is the generation of—usually informal—
system requirements document. This document can then be used by the devel-
oper to build an initial executable specification of the system, and then refine it
(possibly using formal or correct-by-construction methods) into a final product.

The scenario in case of railway IMs is slightly different, since the main interest
is in providing the same rigorous/verifiable specification not just to single devel-
opers, but to possibly multiple different developers that should produce equiv-
alent products (see Figure 1 right). This is precisely the case described by the
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Fig. 1. The classical client/developer scenario (left) and the client/multiple developers
scenario (right)

X2Rail-2 use case (see Section 2), where defining a standard/rigorous/verifiable
specification of the system to be developed becomes the IM’s responsibility.

Actually, in the case of railway IMs, the scenario is even more complex.
In fact, the railway infrastructure is constituted by a multitude of subsystems
(each one possibly developed by a different supplier) that must correctly interact
among them. In this case, the problem of building rigorous/formal/verifiable
specifications should extend also to the verification of the interactions between
these components (see Figure 2). Clearly this does not hold only for railway IMs,
but also for any other kind of complex infrastructures (e.g., telecommunications).

This introduces a further dimension of complexity. For example, safety prop-
erties can often be verified by reasoning at the level of single subsystems (e.g.,
ensuring that independently from the possible external interactions, no unsafe
conditions are even reached), but the same cannot be said for specific properties
related to the composite behaviour of several subsystems (e.g., liveness, absence
of deadlocks, or missing desired execution paths involving the behaviour of sev-
eral subsystems). A special case of these scenarios is when the produced spec-
ification takes the role of “standard specification” supported by international
organisations (like the International Union of Railways (UIC)7, the European
Union Agency for Railways (ERA)8, or UNISIG9), an industrial consortium to
develop ERTMS/ETCS technical specifications), defined with the aim of creating
interoperable railways in the whole of Europe (Single European Railway Area,
SERA). For example, Figure 2 depicts interoperability between Radio Block
Centre (RBC) and Interlocking (IXL) by means of the RBC-IXL standard in-
terface; and between IXL and Level Crossing (LX) by means of the IXL-LX
standard interface.

7 https://uic.org/
8 https://www.era.europa.eu/
9 http://www.ertms.net/wp-content/uploads/2014/09/ERTMS Factsheet 8

UNISIG.pdf

https://uic.org/
https://www.era.europa.eu/
http://www.ertms.net/wp-content/uploads/2014/09/ERTMS_Factsheet_8_UNISIG.pdf
http://www.ertms.net/wp-content/uploads/2014/09/ERTMS_Factsheet_8_UNISIG.pdf
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Fig. 2. The client/multiple developers scenario within a complex infrastructure

The role of Standard(ised) interfaces The goal of our demonstrator related
to the adoption of “standard interfaces” includes two standardisation aspects,
since it aims at exploiting the use of formal methods for the definition of stan-
dardised interfaces (goal: interoperability) described in standard notation (e.g.
SysML) (goals: uniformity, understandability, non-ambiguity). A very detailed
presentation of the expected benefits from the adoption of standard notations
for standardised signalling interfaces can be found in [13].

4 The Overall Structure of the Demonstrator Process

We now describe the overall structure of a demonstrator process aimed at em-
ploying formal methods to support IMs, distinguishing three possible cases. The
next section will be dedicated to the specific instantiation of this process in the
4SECURail context. The overall structure of a generic software development pro-
cess targeted to the definition of rigorous system specifications which exploits
the use of formal methods (our demonstrator) can be described as in Figure 3.

First Case (with requirements elicitation). Starting from some input
describing the initial IM requirements of the system, we start an agile10 develop-
ment phase in which the requirements are transformed into “formal simulatable
models”. These models are developed incrementally, and continuously analysed
by means of formal verification, simulation, animation, and test case generation.
These abstract formal models can also be refined by adding additional details
into “refined simulatable models” that may help in validating the system be-
haviour, possibly through simulation and animation. Once these formal models
are sufficiently stable, they represent the base for the construction of the demon-
strator output (the official system requirements specification), in the form of

10 https://www.agilealliance.org/

https://www.agilealliance.org/
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Fig. 3. Overall generic structure of demonstrator (first case)

description of “abstract system requirements”, “safety requirements”, “detailed
system requirements” (see Figure 3). The resulting system requirements are still
likely to be expressed in natural language, but enriched with tables and diagrams
extracted from the (semi-)formal models. The (semi-)formal models themselves
might be made available as complementary documentation.

On one hand, the construction of multiple, different semi-formal/simulatable/
formally verifiable models allows to obtain a deep understanding of the system
design from many points of view and many levels of abstraction. On the other
hand, this multiplicity raises the problem of keeping these models somewhat
“synchronised”. For example, if, for any reason, one of the models needs to be
modified because of the discovery of some defect, the impact of the change on
the other models surely cannot be ignored. This may require the construction
and maintenance of some kind of cross-references between these artifacts, and
probably also between the artifacts of the final “system requirements specifica-
tion” resulting from the process. The effort needed for keeping all the different
artifacts well synchronised should not be underestimated and might play a non-
trivial role in deciding how many “points of view” to take into account.

Second Case (without requirements elicitation). The whole schema
still holds in the case in which the input of the overall demonstrator process is not
constituted by Draft IM Requirements, but by an already consolidated/official
set of system requirements/safety requirements, that should be the object of
more rigorous analysis. In this case, we simply would not have the Requirements
Elicitation activity oriented to the consolidation of the Draft IM Requirements
(i.e., the upper block in Figure 3 is not present). In this second case, given
that the starting point is an already consolidated specification, the modelling
activities (in terms of tools and methods) might be somewhat different from
the incremental prototyping activity driven by a rigorous/formal Requirements
Elicitation phase.
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Third Case. The same overall schema might also work in the mixed case in
which an already consolidated set of system requirements/safety requirements
might have to be extended/updated by an additional set of new user require-
ments (somewhat of a composition of the previous two cases). In these cases, the
availability of previous formal simulatable artifacts would be of great help for the
process. We consider as already acknowledged (cf., e.g., the related Shift2Rail
surveys in [38,3,26,5]), that there is not a single formal method or tool that
can fit all the possibly desired verification and modelling needs in the railway
field [39,28]. Therefore, the whole Modelling and Analysis activity is supported
at its best by a rich integrated ecosystem of tools and methodologies, rather
than a single monolithic, usually closed, and tied to single specific methodologies
framework. We recognise, however, that at least in the first case, where a classi-
cal V-shaped process might be followed covering all the steps from Requirement
Elicitation to Official Requirements Specification generation and verification, a
reference modelling framework might actually help in building and maintaining
all the documentation related to the various artifacts being generated.

The expected output of the demonstrator process The set of artifacts
in output from the formal methods demonstrator process are represented in
our overall generic model by the final “System Requirements Specification”.
Actually, these artifacts might be of different nature and with different purposes,
we identify four cases:

– A rigorous natural language textual description, possibly enriched with stan-
dard diagrams and tables, that may constitute the legal document associated
to the specification;

– A simulatable semi-formal system description: this artifact might be consid-
ered as a very useful complement that might be made available to the devel-
opers for checking their correct understanding of the system to be developed;

– Formal verifiable specifications, allowing the developers to possibly exploit
these models for “correct-by-construction” code generation, and allowing the
IMs to maintain, further verify, and possibly improve the system specification
itself;

– A set of tests generated and successfully applied for the analysis of the various
models, that can provide developers with guidance and early verification for
the testing of the ongoing product development.

4.1 The architecture of the 4SECURail demonstrator

There are four points that directly affect the definition of the architecture of the
demonstrator: (i) how the semi-formal models describing the system requirement
specification are constructed for being analysed, (ii) how the simulatable models
of the system are constructed, (iii) how the formal models of the system are
contructed and verified, (iv) how the case study selected for the exercising the
demonstrator may affect its architecture. In the remainder of this section we will
discuss these four points.



A Demonstrator of Formal Methods for Infrastructure Managers 9

Specification with standard notations It is important to adopt as reference for
the demonstrator a standardised notation for systems specification, consider-
ing the indications of the EULYNX11 and X2Rail projects, which have chosen
UML/SysML diagrams (in particular their behavioural state machines and se-
quence diagrams). The ideal approach to system specification should rely on
an advanced support framework allowing to construct diagrams that are clear,
graphically appealing, rich of content and possibly interactive. Starting from
these, interactive simulation to explore the possible non-deterministic alterna-
tives present in the behaviour would be possible, allowing the formal verification
of system properties. Unfortunately, this ideal approach is still far from the cur-
rent state of the art. In practice, if we really want to construct diagrams that are
clear, graphically appealing and rich of content, it is necessary to make use of
specific drawing-oriented tools (e.g., in ASTRail, the Graphviz12 Graph Visual-
ization Software has been used for this purpose) that do not support simulation
and verification. Instead, diagrams automatically generated by UML/SysML-
based frameworks are often of a not sufficient graphical quality and may not
contain all the useful detailed information (e.g., the abstract events that relate
a system transition to one or more system requirements). At the same time,
however, they may be directly used to perform simulation and verification. The
use of UML/SysML-based frameworks allows the progress from system design
to code generation in a rather smooth way as well. This is usually of interest to
developers but of less interest to the point of view of IMs. It is therefore likely,
unless more experience comes out from the actual demonstrator experimenta-
tion, that a graphical SysML design will be adopted in our demonstrator without
any predetermined relation with a specific UML/SysML-based framework.

Frameworks for Simulatable Modelling As described above, the UML/SysML
state diagrams descriptions might be exploited in the demonstrator not only as
graphical designs with documentation purposes, or as a basis for translation into
formal verifiable notations, but also as simulatable models suitable for experi-
menting the actual system behaviour. This requires the exploitation of much
more complex (to learn, to use, to acquire) frameworks supporting execution
and simulation of composite systems based on interacting state machines. The
survey on semi-formal tools presented in X2Rail-2 deliverable D5.1 [38] indicates
as preferred frameworks for system simulation the following ones:

– PTC Integrity Modeler (now Windchill Modeler SySim)13;

– Sparx Systems Enterprise Architect14;

– No Magic Cameo Systems Modeller (now Dassault 3DS Cameo Systems Mod-
eller)15.

11 https://eulynx.eu/
12 https://www.graphviz.org/
13 https://www.ptc.com/en/products/plm/plm-products/windchill/modeler/sysim
14 https://sparxsystems.com/products/ea/index.html
15 https://www.nomagic.com/products/cameo-systems-modeler

https://eulynx.eu/
https://www.graphviz.org/
https://www.ptc.com/en/products/plm/plm-products/windchill/modeler/sysim
https://sparxsystems.com/products/ea/index.html
https://www.nomagic.com/products/cameo-systems-modeler
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Although we intend to follow this indication, at the current stage of the 4SECU-
Rail project, we still need to acquire some hands-on initial experience on the
chosen case study to be able to select one of these tools.

In the context of the 4SECURail demonstrator, the exploitation of a frame-
work allowing to directly simulate the designed behavioural models, in agreement
with the official OMG fUML semantics [47], it would allow to ensure that the
designed graphical models actually reflect the expected system behaviour in an
unambiguous way.

Formal Verification by Model Checking One of the project’s main goals is to
transform these standard UML/SysML designs, whatever supporting tool is cho-
sen, into verifiable formal models. Theorem proving and model checking can be
considered the two most used approaches to system verification, also in railway
related contexts [3,5,28,15]. However, theorem proving, for instance as supported
by Atelier B, fits better a specification refinement process that guides the correct-
by-construction generation of code starting from an initial formal design. Theo-
rem proving moreover scales well to infinite state systems and can help identify
inductive properties. Model checking instead fits better a model-based approach
in which the behaviour of a simulatable design is explored and exhaustively ver-
ified. In 4SECURail we follow the model-checking approach, partly because we
are not interested in code generation. We will take advantage of the experience
gained within the ASTRail project [2], where UML state machine descriptions
were translated into Event-B state machines and subsequently analysed and
verified by model checking with the ProB tool16 [7].

ProB is an animator and model checker for the B-Method. It allows animation
of many B specifications, and can be used to systematically check a specification
for a range of errors. ProB is one of the tools also recommended by X2Rail-2 for
formal verifications. Some of the reasons for the successful experience of its use
in the ASTRail project, which suggest to reuse it in 4SECURail as well, are the
following: (i) it is a free, open source product whose code is distributed under
the EPL v1.0 license17; (ii) it is actively maintained and commercial support
is available from Formal Mind18; (iii) it runs on Linux, Windows, and MacOS
environments; (iv) it has several nice, very usable graphical interfaces, but it can
also be used from the command line; (v) it is well integrated in the B / Event-
B ecosystem (Rodin, Atelier B, iUML, B Toolkit); (vi) it allows construction,
animation and visualisation of non-deterministic systems; (vii) it allows formal
verification through different techniques like constraint solving, trace refinement
checking, and model checking.

Instead, the following are some known weak points of the use of ProB [1].
(i) It does not allow the explicit modelling of multiple mutually interacting state
machines. The only way to achieve that is to merge all the separate machines
into a global one. (ii) Event-B state machines are different from UML/SysML

16 https://www3.hhu.de/stups/prob/
17 http://www.eclipse.org/org/documents/epl-v10.html
18 http://www.formalmind.com/

https://www3.hhu.de/stups/prob/
http://www.eclipse.org/org/documents/epl-v10.html
http://www.formalmind.com/
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state machines. At the current state of the art several proposals of translations
from UML to ProB state machines have been made, but as far as we know, no in-
dustrially usable product currently supports that mapping. (iii) Model checking
does not support compositional approaches based on bisimulation equivalences
which are congruences with respect to parallel composition operations. In sim-
pler words, the verification approach does not scale when the system is composed
by many interacting asynchronous state machines.

Modelling the behaviour of a system through the design of a single state
machine has the advantage that this design can often be translated into the
notations supported by formal verification frameworks with a reasonable effort.
However, if we have to verify properties that depend on the behaviour of more
interacting asynchronous systems, the situation becomes more difficult. If the
components are not too complex, or not too many, a possibility is to merge all
of them into a unique “global” system modelled again as a single state machine.
Increasing the complexity and the number of components raises the state-space
explosion problem.

One solution is to constrain the verification to a not full, but rich set of
scenarios. That is, verifying the system under reasonable assumptions (e.g., ab-
sence of fatal errors in certain components, only one/two/three trains moving
from one RBC to another, limited presence of communication errors, just to
mention some). The other solution is to exploit alternative formal notations,
more oriented towards the design and verification of asynchronous interacting
systems and supported by specialised theoretical basis, such as process algebras.

We are unable at the current time to evaluate the overall final complexity of
the chosen case study, and whether model checking within the ProB framework
will be sufficient for its formal verification. In any case our approach does not
prevent the experimentation with alternative translations towards verification
engines more oriented to the analysis of “parallel asynchronous systems” (e.g.,
mCRL219 [20,14], CADP20 [18], FDR421 [31]), in the style of [36].

The overall execution flow embedding the three points discussed above is
represented in Figure 4.

The case study The fourth point concerns the case study chosen to test the
4SECURail demonstrator: the RBC/RBC protocol, as specified by the UNISIG
documents RBC/RBC Handover [52] and Safe Communication Interface [51].

In the ERTMS/ETCS train control system, a Radio Block Center (RBC) is
responsible for controlling the separation of trains on the part of a line under its
supervision. A handover procedure is needed to manage the interchange of train
control supervision between two neighbour RBCs: when a train is approaching
the end of the area supervised by one handing over RBC, an exchange of infor-
mation with the accepting RBC takes place to manage the transaction of respon-
sibilities. Since the two neighbouring RBCs may have been manufactured by dif-

19 https://www.mcrl2.org/
20 https://cadp.inria.fr/
21 https://cocotec.io/fdr/index.html

https://www.mcrl2.org/
https://cadp.inria.fr/
https://cocotec.io/fdr/index.html
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Fig. 4. Execution flow of the demonstrator prototype

ferent providers, the RBC/RBC interface is a typical product where development
processes of different supplier meet, and is therefore an optimal choice to inves-
tigate how natural language specification may create the possibility of diverging
interpretations, leading to interoperability issues. Being UNISIG SUBSET-039
and SUBSET-098 already consolidated standards, the overall structure of our
demonstrator process will reflect the second point of view of those described in
Section 4 (second case) and illustrated in Figure 4. This is the case of the formal
methods demonstrator process used for just analysing, verifying, and possibly
improving an already existing standard specification.

In our particular architecture, being the input requirements an already stable
official UNISIG standard, we will not rewrite it using again a natural language
notation, even in the case that the rewriting could appear as more precise or com-
plete. We can however complement it with annotations, if found useful, and/or
enrich it with further artifacts developed with the demonstrator process, such
as SysML models, animatable modes, formal model, test cases, and the required
cross references among these components.

4.2 Input for the cost/benefit analysis and learning curve evaluation

During the experimentation of our demonstrator process with its application to
the selected case study, it will be important to assess as much data as possible
about the costs of our approach. These costs might be related to actual monetary
costs incurred (like the academic/research costs for acquiring some tool licence),
or costs not actually incurred, but meaningful for the cost/benefit analysis (like
the cost of full commercial licence for the same tool, or the cost for commercial
support and training even if not activated, or cost of licence for alternative tools
with respect to the ones used in the demonstrator). These costs might also be
measured in terms of Man Month efforts and put in relation to the effort needed
to learn a specific tool and methodology (learning curve), or to the time/effort
needed to generate the animatable SysML specification, to generate the formally
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verifiable models, to select, design and perform the verifications of the properties
of interest, to maintain the various model well synchronized.

It will also be important to put in evidence the differential of the cost associ-
ated with the demonstrator between the cases with-or-without the exploitation
of formal methods. This final exercise of the consolidated demonstrator will be
the basis for studying the cost/benefit analysis of the approach and the evalua-
tion of the learning curve for the use of the selected methodologies and tools.

5 The Adoption of a Standard Notation

UML is a standardised modeling language consisting of an integrated set
of graphical diagrams, developed to help system and software developers for
specifying, visualizing, constructing, and documenting the artifacts of software
systems [53]. UML, in its SysML version, has been adopted also in the EULYNX
project within its underlying methodology for the development of standard in-
terfaces. A detailed analysis of this approach is well described in [13]. Graphical
designs do actually often convey information to the reader with a wider band
than just text, and require less effort in the reader for receiving it. However, a
textual representation readable/writeable by humans is equally important for
the simpler way in which it can be produced, shared, translated, modified, and
communicated. We believe that both kinds of representation should be made
available, and they should be and remain in synch.

It is also important for the designer to be able to simulate the UML be-
havioural models (e.g., state machines) to obtain initial feedback on the cor-
rectness of the design with respect to the intended requirements. Otherwise
models risk being precise, but wrong. A prerequisite for a reasonable introduc-
tion of UML as reference notation inside a formal methods demonstrator process
is that the meaning of the UML designs shall not be ambiguous or uncertain.
Since its origins, this has been recognised as a major problem for some of the be-
havioural diagrams of UML like state machines. The main known problems with
this behavioural notation are in fact: uncertainties in the semantics, absence of
standard action language, and lots of implementation freedom (cf., e.g., [25,49]).

Several studies and proposals have been conducted in the recent years with
the goal of associating a formal semantics to the UML behavioural diagrams (cf.,
e.g., [19,12,37]), but none of these actually succeeded in solving the problems. An
important step forward to overcome this problem has been achieved by the OMG
(Object Management Group) with the standardisation of fUML (Foundational
Subset for Executable UML Models) [47], which is also associated with an official
reference implementation [40]. This definition of fUML is complemented with the
definition of textual syntax for its action language Alf [46], and by the definition
of PSCS (Precise Semantics of UML Composite Structure) [43]. The purpose of
this fUML effort is the definition of an initial subset of UML that is free from
the semantic uncertainties affecting the full standard and that might define a
rigorous model of computation for the UML behavioural diagrams.
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The remaining limits of this effort are that the fUML definition is still de-
scribed in natural language, and that the “reference implementation” (that might
play the role of unambiguous operational semantics) is currently being imple-
mented only with respect to activity diagrams [40]. The Alf definition itself, when
considered in conjunction with the state machine notation, is currently defined
just through an “Informative Annex” [46] with no normative role. Within the
demonstrator process, UML can play three different roles: (i) as complementary
graphical documentation of specific aspects of the system requirements defini-
tion; (ii) as a direct notation for the execution and simulation of system models;
(iii) as baseline for translations towards other formal notations supported by
strong verification capabilities.

The use of UML for system design and documentation is supported by an
extremely rich set of tools. If we were interested in the generation of diagrams
for complementing the natural language description of a system, we might find
it useful to use UML tools exploiting more immediate and user-friendly textual
encoding able to automatically generate their corresponding diagrams. Support
for the use of UML for execution/simulation of the system behaviour is limited.

None of the “industry-ready” UML tools allow direct verification of be-
havioural models; as far as we know, only a few academic prototypes have been
developed for this purpose (e.g., UMC22 [4]). Therefore, we are left with the pos-
sibility of performing the translation from the UML models into other formal
notations supported by verification frameworks. The literature reports numerous
translation attempts [48,32,16,10,54,11,55,50,8,33,35,17,9,45,41,34], but none of
them seems to be well supported and integrated inside “industry-ready” UML
frameworks.

Given the focus on formal methods of the 4SECURail demonstrator, the
major interest is in the possibility of translating UML for verification, although
using UML for (documentation and simulation) may play a relevant role inside
the demonstrator. From this point of view our preferred choice would be the use
of an even stricter subset of the fUML state machine diagrams, defining a very
simple state machine structure that would allow a direct translation into the
main formalisms adopted by verification and simulation tools, such as Event-
B23 [1], LNT [30], and Uppaal24 [6].

Concluding this section, the criteria that will be applied for selecting specific
UML/SysML tools can be summarised as:

– unambiguity and standard quality of the supported notations;

– openness of the framework, i.e., how easy it is to import/export/translate the
notations versus other frameworks;

– usability of the tool user interface;

– degree of support for non-deterministic aspects in the design and

– degree and cost of support and training by the tool providers.

22 http://fmt.isti.cnr.it/kandisti
23 http://www.event-b.org/
24 http://www.uppaal.org/

http://fmt.isti.cnr.it/kandisti
http://www.event-b.org/
http://www.uppaal.org/
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6 Conclusions and Future Work

We have defined the rationale and the choices performed in terms of struc-
ture, methods, and tools selection, for the definition of a (semi-)formal software
development process (demonstrator) targeted to the construction of clear, rig-
orous, and verifiable system specifications. In particular, two important issues
deserve a specific analysis and discussion: (i) the clarification of the usefulness of
formal methods from the point of view of the Infrastructure Managers, (ii) the
role that the semi-formal SysML notation should play within our formal methods
demonstrator process.

This defined process will be exercised for the specification and analysis of
the identified case study fragment. After possible revision due to the experience
gained during this first exercising of the demonstrator, a consolidated version
will be used for the analysis and verification of the full case study. This final
exercising of the consolidated demonstrator will be the basis for the study of the
cost/benefit analysis of the approach and the evaluation of the learning curve
for the use of the selected methodologies and tools.
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